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Abstract

Component-based software development approach is based on the idea to develop software systems by selecting appropriate off-the-shelf components and then to assemble them with a well-defined software architecture. Because the new software development paradigm is much different from the traditional approach, quality assurance (QA) for component-based software development is a new topic in the software engineering community.

In this paper, we survey current component-based software technologies, describe their advantages and disadvantages, and discuss the features they inherit. We also address QA issues for component-based software. As a major contribution, we propose a QA model for component-based software development, which covers component requirement analysis, component development, component certification, component customization, and system architecture design, integration, testing, and maintenance.

1. Introduction

Modern software systems become more and more large-scale, complex and uneasily controlled, resulting in high development cost, low productivity, unmanageable software quality and high risk to move to new technology [15]. Consequently, there is a growing demand of searching for a new, efficient, and cost-effective software development paradigm.

One of the most promising solutions today is the component-based software development approach. This approach is based on the idea that software systems can be developed by selecting appropriate off-the-shelf components and then assembling them with a well-defined software architecture [12]. This new software development approach is very different from the traditional approach in which software systems can only be implemented from scratch. These commercial off-the-shelf (COTS) components can be developed by different developers using different languages and different platforms. This can be shown in Figure 1, where COTS components can be checked out from a component repository, and assembled into a target software system.
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Figure 1. Component-based software development

Component-based software development (CBSD) can significantly reduce development cost and time-to-market, and improve maintainability, reliability and overall quality of software systems [13] [14]. This approach has raised a tremendous amount of interests both in the research community and in the software industry. The life cycle and software engineering model of CBSD is much different from that of the traditional ones. This is what the Component-Based Software Engineering (CBSE) is focused.

Up to now, software component technologies are an emerging technology, which is far from being matured.
There is no existing standards or guidelines in this new area, and we do not even have a unified definition of the key item “component”. In general, however, a component has three main features: 1) a component is an independent and replaceable part of a system that fulfills a clear function; 2) a component works in the context of a well-defined architecture; and 3) a component communicates with other components by its interfaces [1].

To ensure that a component-based software system can run properly and effectively, the system architecture is the most important factor. According to both research community [2] and industry practice [5], the system architecture of component-based software systems should be a layered and modular architecture. This architecture can be seen in Figure 2.

Figure 2. System architecture of component-based software systems

Current component technologies have been used to implement different software systems, such as object-oriented distributed component software [23] and Web-based enterprise application [13]. There are also some commercial players involved in the software component revolution, such as BEA, Microsoft, IBM and Sun [7]. An outstanding example is the IBM SanFrancisco project. It provides a reusable distributed object infrastructure and an abundant set of application components to application developers [5].

2. Current Component Technologies

Some approaches, such as Visual Basic Controls (VBX), ActiveX controls, class libraries, and JavaBeans, make it possible for their related languages, such as Visual Basic, C++, Java, and the supporting tools to share and distribute application pieces. But all of these approaches rely on certain underlying services to provide the communication and coordination necessary for the application. The infrastructure of components (sometimes called a component model) acts as the "plumbing" that allows communication among components [1]. Among the component infrastructure technologies that have been developed, three have become somewhat standardized: OMG’s CORBA, Microsoft’s Component Object Model (COM) and Distributed COM (DCOM), and Sun’s JavaBeans and Enterprise JavaBeans [7].

2.1 Common Object Request Broker Architecture (CORBA)

CORBA is an open standard for application interoperability that is defined and supported by the Object Management Group (OMG), an organization of over 400 software vendor and object technology user companies [11]. Simply stated, CORBA manages details of component interoperability, and allows applications to communicate with one another despite of different locations and designers. The interface is the only way that applications or components communicate with each other.

The most important part of a CORBA system is the Object Request Broker (ORB). The ORB is the middleware that establishes the client-server relationships between components. Using an ORB, a client can invoke a method on a server object, whose location is completely transparent. The ORB is responsible for intercepting a call and finding an object that can implement the request, pass its parameters, invoke its method, and return the results. The client does not need to know where the object is located, its programming language, its operating system, or any other system aspects that are not related to the interface. In this way, the ORB provides interoperability among applications on different machines in heterogeneous distributed environments and seamlessly interconnects multiple object systems.

CORBA is widely used in Object-Oriented distributed systems [23] including component-based software systems because it offers a consistent distributed programming and run-time environment over common programming languages, operating systems, and distributed networks.

2.2 Component Object Model (COM) and Distributed COM (DCOM)

Introduced in 1993, Component Object Model (COM) is a general architecture for component software [9]. It provides platform-dependent, based on Windows and Windows NT, and language-independent component-based applications.
COM defines how components and their clients interact. This interaction is defined such that the client and the component can connect without the need of any intermediate system component. Specially, COM provides a binary standard that components and their clients must follow to ensure dynamic interoperability. This enables on-line software update and cross-language software reuse [20].

As an extension of the Component Object Model (COM), Distributed COM (DCOM), is a protocol that enables software components to communicate directly over a network in a reliable, secure, and efficient manner. DCOM is designed for use across multiple network transports, including Internet protocols such as HTTP. When a client and its component reside on different machines, DCOM simply replaces the local interprocess communication with a network protocol. Neither the client nor the component is aware the changes of the physical connections.

2.3 Sun Microsystems’s JavaBeans and Enterprise JavaBeans

Sun’s Java-based component model consists of two parts: the JavaBeans for client-side component development and the Enterprise JavaBeans (EJB) for the server-side component development. The JavaBeans component architecture supports applications of multiple platforms, as well as reusable, client-side and server-side components [19].

Java platform offers an efficient solution to the portability and security problems through the use of portable Java bytecodes and the concept of trusted and untrusted Java applets. Java provides a universal integration and enabling technology for enterprise application development, including 1) interoperating across multivendor servers; 2) propagating transaction and security contexts; 3) servicing multilingual clients; and 4) supporting ActiveX via DCOM/CORBA bridges.

JavaBeans and EJB extend all native strengths of Java including portability and security into the area of component-based development. The portability, security, and reliability of Java are well suited for developing robust server objects independent of operating systems, Web servers and database management servers.

2.4 Comparison among Current Component Technologies

Comparison among current component technologies can be found in [Brow98], [Pour99a] and [Szyp98]. Here we simply summarize these different features in Table 1.

3. Quality Assurance for Component-Based Software Systems

3.1 The Life Cycle of Component-Based Software Systems

Component-based software systems are developed by selecting various components and assembling them together rather than programming an overall system from scratch, thus the life cycle of component-based software systems is different from that of the traditional software systems. The life cycle of component-based software systems can be summarized as follows [12]: 1) Requirements analysis; 2) Software architecture selection, construction, analysis, and evaluation; 3) Component identification and customization; 4) System integration; 4) System testing; 5) Software maintenance.

The architecture of software defines a system in terms of computational components and interactions among the components. The focus is on composing and assembling components that are likely to have been developed separately, and even independently. Component identification, customization and integration is a crucial activity in the life cycle of component-based systems. It includes two main parts: 1) evaluation of each candidate COTS component based on the functional and quality requirements that will be used to assess that component; and 2) customization of those candidate COTS components that should be modified before being integrated into new component-based software systems. Integration is to make key decisions on how to provide communication and coordination among various components of a target software system.

Quality assurance for component-based software systems should address the life cycle and its key activities to analyze the components and achieve high quality component-based software systems. QA technologies for component-based software systems are currently premature, as the specific characteristics of component systems differ from those of traditional systems. Although some QA techniques such as reliability analysis model for distributed software systems [21] [22] and component-based approach to Software Engineering [10] have been studied, there is still no clear and well-defined standards or guidelines for component-based software systems. The identification of the QA characteristics, along with the models, tools and metrics, are all under urgent needs.

3.2 Quality Characteristics of Components

As much work is yet to be done for component-based software development, QA technologies for component-based software development has to address the two inseparable parts: 1) How to certify quality of a component? 2) How to certify quality of software
Table 1. Comparison of current component technologies

<table>
<thead>
<tr>
<th></th>
<th>CORBA</th>
<th>EJB</th>
<th>COM/DCOM</th>
</tr>
</thead>
<tbody>
<tr>
<td>Development environment</td>
<td>Underdeveloped</td>
<td>Emerging</td>
<td>Supported by a wide range of strong development environments</td>
</tr>
<tr>
<td>Binary interfacing</td>
<td>Not binary standards</td>
<td>Based on COM; Java specific</td>
<td>A binary standard for component interaction is the heart of COM</td>
</tr>
<tr>
<td>standard</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Compatibility &amp; portability</td>
<td>Particularly strong in standardizing language bindings; but not so portable</td>
<td>Portable by Java language specification; but not very compatible.</td>
<td>Not having any concept of source-level standard of standard language binding.</td>
</tr>
<tr>
<td>Modification &amp; maintenance</td>
<td>CORBA IDL for defining component interfaces, need extra modification &amp; maintenance</td>
<td>Not involving IDL files, defining interfaces between component and container. Easier modification &amp; maintenance.</td>
<td>Microsoft IDL for defining component interfaces, need extra modification &amp; maintenance.</td>
</tr>
<tr>
<td>Services provided</td>
<td>A full set of standardized services; lack of implementations</td>
<td>Neither standardized nor implemented</td>
<td>Recently supplemented by a number of key services</td>
</tr>
<tr>
<td>Platform dependency</td>
<td>Platform independent</td>
<td>Platform independent</td>
<td>Platform dependent</td>
</tr>
<tr>
<td>Language dependency</td>
<td>Language independent</td>
<td>Language dependent</td>
<td>Language independent</td>
</tr>
<tr>
<td>Implementation</td>
<td>Strongest for traditional enterprise computing</td>
<td>Strongest on general Web clients.</td>
<td>Strongest on the traditional desktop applications</td>
</tr>
</tbody>
</table>

Table 1. Comparison of current component technologies

systems based on components? To answer the questions, models should be promoted to define the overall quality control of components and systems; metrics should be found to measure the size, complexity, reusability and reliability of components and systems; and tools should be decided to test the existing components and systems.

To evaluate a component, we must determine how to certify the quality of the component. The quality characteristics of components are the foundation to guarantee the quality of the components, and thus the foundation to guarantee the quality of the whole component-based software systems. Here we suggest a list of recommended characteristics for the quality of components: 1) Functionality; 2) Interface; 3) Usability; 4) Testability; 5) Maintainability; 6) Reliability.

Software metrics can be proposed to measure software complexity and assure its quality [16] [17]. Such metrics often used to classify components include [6]:

1) **Size.** This affects both reuse cost and quality. If it is too small, the benefits will not exceed the cost of managing it. If it is too large, it is hard to have high quality.

2) **Complexity.** This also affects reuse cost and quality. A too-trivial component is not profitable to reuse while a too-complex component is hard to inherit high quality.

3) **Reuse frequency.** The number of incidences where a component is used is a solid indicator of its usefulness.

4) **Reliability.** The probability of failure-free operations of a component under certain operational scenarios [8].

4. A Quality Assurance Model for Component-Based Software Systems

Because component-based software systems are developed on an underlying process different from that of the traditional software, their quality assurance model should address both the process of components and the process of the overall system. Figure 3 illustrates this view.

Many standards and guidelines are used to control the quality activities of software development process, such as ISO9001 and CMM model. In particular, Hong Kong productivity Council has developed the HKSQA model to localize the general SQA models [4]. In this section, we propose a framework of quality assurance model for the component-based software development paradigm. The
main practices relating to components and systems in this model contain the following phases: 1) Component requirement analysis; 2) Component development; 3) Component certification; 4) Component customization; 5) System architecture design; 6) System integration; 7) System testing; and 8) System maintenance.

Details of these phases and their activities are described as follows.

**4.1 Component Requirement Analysis**

Component requirement analysis is the process of discovering, understanding, documenting, validating and managing the requirements for a component. The objectives of component requirement analysis are to produce complete, consistent and relevant requirements that a component should realize, as well as the programming language, the platform and the interfaces related to the component.

The component requirement process overview diagram is as shown in Figure 4. Initiated by the request of users or customers for new development or changes on old system, component requirement analysis consists of four main steps: requirements gathering and definition, requirement analysis, component modeling, and requirement validation. The output of this phase is the current user requirement documentation, which should be transferred to the next component development phase, and the user requirement changes for the system maintenance phase.

**4.2 Component Development**

Component development is the process of implementing the requirements for a well-functional, high quality component with multiple interfaces. The objectives of component development are the final component products, the interfaces, and development documents. Component development should lead to the final components satisfying the requirements with correct and expected results, well-defined behaviors, and flexible interfaces.

The component development process overview diagram is as shown in Figure 5. Component development consists of four procedures: implementation, function testing, reliability testing, and development document. The input to this phase is the component requirement document. The output should be the developed component and its documents, ready for the following phases of component certification and system maintenance, respectively.

**4.3 Component Certification**

Component certification is the process that involves: 1) component outsourcing: managing a component outsourcing contract and auditing the contractor
performance; 2) component selection: selecting the right components in accordance to the requirement for both functionality and reliability; and 3) component testing: confirm the component satisfies the requirement with acceptable quality and reliability.

The objectives of component certification are to outsource, select and test the candidate components and check whether they satisfy the system requirement with high quality and reliability. The governing policies are: 1) Component outsourcing should be charged by a software contract manager; 2) All candidate components should be tested to be free from all known defects; and 3) Testing should be in the target environment or a simulated environment. The component certification process overview diagram is as shown in Figure 6. The input to this phase should be component development document, and the output should be testing documentation for system maintenance.

4.4 Component Customization

Component customization is the process that involves 1) modifying the component for the specific requirement; 2) doing necessary changes to run the component on special platform; 3) upgrading the specific component to get a better performance or a higher quality.

The objectives of component customization are to make necessary changes for a developed component so that it can be used in a specific environment or cooperate with other components well.

All components must be customized according to the operational system requirements or the interface requirements with other components in which the components should work. The component customization process overview diagram is as shown in Figure 7. The input to component customization is the system requirement, the component requirement, and component development document. The output should be the customized component and document for system integration and system maintenance.

4.5 System Architecture Design

System architecture design is the process of evaluating, selecting and creating software architecture of a component-based system.

The objectives of system architecture design are to collect the users requirement, identify the system specification, select appropriate system architecture, and determine the implementation details such as platform, programming languages, etc.

System architecture design should address the advantage for selecting a particular architecture from other architectures. The process overview diagram is as shown in Figure 8. This phase consists of system requirement gathering, analysis, system architecture design, and system specification. The output of this phase should be the system specification document for integration, and system requirement for the system testing phase and system maintenance phase.

4.6 System Integration
System integration is the process of assembling components selected into a whole system under the designed system architecture. The objective of system integration is the final system composed by the selected components. The process overview diagram is as shown in Figure 9. The input is the system requirement documentation and the specific architecture. There are four steps in this phase: integration, testing, changing component and re-integration (if necessary). After exiting this phase, we will get the final system ready for the system testing phase, and the document for the system maintenance phase.

System testing is the process of evaluating a system to: 1) confirm that the system satisfies the specified requirements; 2) identify and correct defects in the system implementation.

The objective of system testing is the final system integrated by components selected in accordance to the system requirements. System testing should contain function testing and reliability testing. The process overview diagram is as shown in Figure 10. This phase consists of selecting testing strategy, system testing, user acceptance testing, and completion activities. The input should be the documents from component development and system integration phases. And the output should be the testing documentation for system maintenance.

4.7 System Testing

System maintenance is the process of providing service and maintenance activities needed to use the software effectively after it has been delivered.

The objectives of system maintenance are to provide an effective product or service to the end-users while correcting faults, improving software performance or other attributes, and adapting the system to a changed environment.

There shall be a maintenance organization for every software product in the operational use. All changes for the delivered system should be reflected in the related documents. The process overview diagram is as shown in Figure 11. According to the outputs from all previous phases as well as request and problem reports from users, system maintenance should be held for determining support strategy and problem management (e.g.,
identification and approval). As the output of this phase, a new version can be produced for system testing phase for a new life cycle.

5. Conclusion and Future Work

In this paper, we survey current component-based software technologies and the features they inherit. We propose a QA model for component-based software development, which covers both the component QA and the system QA as well as their interactions. As our future work we will apply the QA model to real world projects so that it can actually guide the practices of component-based software development.
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